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**Aim**

To implement the logical XOR operation to prove its usage in cryptography.

**1) Question:**

Write a program to check whether a given integer is odd or even.

**Description:**

This Python program takes an integer as input from the user and determines whether it's an even or odd number. It uses a conditional statement to make this determination and prints the result.

**Algorithm:**

**Step 1:** Prompt the user to enter an integer and store it in the variable n.

**Step 2:** Check whether n^1 is equal to n+1. This part of the code has a logical issue. The ^ operator in Python is a bitwise XOR operator, not the exponentiation operator, so this condition doesn't properly check for even or odd numbers. To fix this issue, you should use the modulus operator (%) to determine whether a number is even or odd.

**Step 3:** If n % 2 is equal to 0, print "Even."

**Step 4:** If n % 2 is not equal to 0, print "Odd."

**Program:**

n = int(input("Enter the nubmer: "))

if n^1 == n+1:

print("Even")

else:

print("Odd")
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**2)** **Question:**

Perform swapping between two integers and display the swapped values.

**Description:**

This Python program is designed to swap the values of two variables without using a temporary variable. It takes two integer inputs from the user, initially prints their values before the swap, performs the swap operation, and then prints the values after the swap.

**Algorithm:**

**Step 1:** Prompt the user to enter the first integer and store it in the variable num1.

**Step 2:** Prompt the user to enter the second integer and store it in variable num2.

**Step 3:** Print "Before Swap!" to indicate that the original values will be displayed.

**Step 4**: Print the values of num1 and num2 to show their initial values.

**Step 5:** Perform the swap operation without using a temporary variable:

**Step 6:** Print "After Swap!" to indicate that the values have been swapped.

**Step 7:** Print the new values of num1 and num2 to show the swapped values.

**Program:**

num1 = int(input("Enter the first number: "))

num2 = int(input("Enter the second number: "))

print("\nBefore Swap!")

print("Num1: ", num1)

print("Num2: ", num2)

num1 = num1 + num2

num2 = num1 - num2

num1 = num1 - num2

print("\nAfter Swap!")

print("Num1: ", num1)

print("Num2: ", num2)
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**3)** **Question:**

Write a program that contains a string (char pointer) with a value\Hello World'. The program should XOR each character in this string with 0, 127 and display the result.

**Description:**

This Python program defines a function called xor\_with\_value that performs an XOR (exclusive OR) operation between each character in a given string and a specified integer value. It then demonstrates the use of this function by applying XOR operations with two different values (0 and 127) to a string.

**Algorithm:**

**Step 1:** Define the xor\_with\_value function, which takes two parameters: char\_pointer (a string) and value (an integer). The function applies the XOR operation between each character in char\_pointer and the provided value.

**Step 2:** inside the if \_\_name\_\_ == "\_\_main\_\_" block (which ensures the code is only executed when the script is run and not when it's imported as a module):

Create a string called char\_pointer with the value "Hello World."

**Step 3:** Print the original string, which is "Hello World."

**Step 4**: Call the xor\_with\_value function with char\_pointer and two different values

**Program:**

def xor\_with\_value(char\_pointer, value):

result = ''.join(chr(ord(char) ^ value) for char in char\_pointer)

return result

if \_\_name\_\_ == "\_\_main\_\_":

char\_pointer = "Hello World"

print("Original string:", char\_pointer)

xor\_with\_0 = xor\_with\_value(char\_pointer, 0)

print("XOR with 0:", xor\_with\_0)

xor\_with\_127 = xor\_with\_value(char\_pointer, 127)

print("XOR with 127:", xor\_with\_127)

**Output Screenshot:**

**![](data:image/png;base64,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)**

**4)** **Question:**

Prove the security feature when one-time padding operation is performed using logical XOR

**Description:**

This Python program demonstrates a basic encryption and decryption technique using the XOR (exclusive OR) operation. It defines two functions: encrypt and decrypt, which are used to encrypt and decrypt a given plaintext using a provided key. The program then applies these functions to a sample plaintext and key, showing how to encrypt and subsequently decrypt the text.

**Algorithm:**

**Step 1**: encrypt(plaintext, key):

**Step 2:** decrypt(encrypted\_text, key):

**Step 3**: Inside the if \_\_name\_\_ == "\_\_main\_\_" block (which ensures the code is only executed when the script is run and not when it's imported as a module):

Define the plaintext variable with the value "Hello World."

Define the key variable with the value "Norandomkey." Note that for security, a truly random key should be used, and it should be the same length as the plaintext.

**Step 4:** Print the plaintext and key to display their values.

**Step 5:** Encrypt the plaintext using the encrypt function with the provided key, and store the result in the encrypted\_text variable.

**Step 6:** Print the encrypted text, which is the result of the encryption.

**Step 7:** Decrypt the encrypted text using the decrypt function with the same key, and store the result in the decrypted\_text variable.

**Step 8**: Print the decrypted text, which should match the original plaintext, demonstrating the reversibility of the XOR operation with the same key.

**Program:**

def encrypt(plaintext, key):

encrypted\_text = ''.join(chr(ord(plain\_char) ^ ord(key\_char)) for plain\_char, key\_char in zip(plaintext, key))

return encrypted\_text

def decrypt(encrypted\_text, key):

decrypted\_text = ''.join(chr(ord(encrypted\_char) ^ ord(key\_char)) for encrypted\_char, key\_char in zip(encrypted\_text, key))

return decrypted\_text

if \_\_name\_\_ == "\_\_main\_\_":

plaintext = "Hello World"

key = "Norandomkey" # The key should be truly random and the same length as the plaintext

print("Plaintext:", plaintext)

print("Key:", key)

# Encrypt the plaintext using XOR with the key

encrypted\_text = encrypt(plaintext, key)

print("Encrypted Text:", encrypted\_text)

# Decrypt the encrypted text using XOR with the same key

decrypted\_text = decrypt(encrypted\_text, key)

print("Decrypted Text:", decrypted\_text)

**Output Screenshot:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAATIAAAB9CAYAAAAhv+/IAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAABP3SURBVHhe7Z3PSxzZFsfPvP9BSEBhko0bN2kYxDB7MRA39uQfGAIJvmBLw1s9sgizbdSJkoXkH8h0FjGg9H4YkTAGHm6ykYBCQlzNX+C75/6our+qu6rtavvG7wdu0lV9q+6te2+fOudUec4P//zzzyUBAEDC/Ev/DwAAyfLD7f/8DxoZACBpfrgU6M8AAJAkMC0BAMkDQQYASB4IMgBA8kCQAQCSB4IMAJA8EGQAgOSBIAMAJA8EGQAgeSDIAADJA0EGAEieKwiyC9r79126e1eXf++JPVfg6x49HcV5QJSL90/zubr7lPa+6i8yRjyfE8Mx7WTXLcrLY72/H2osnr7HSkyFuCD7uJNPfFZ2xJKwmaLl7VM6PT2lo61Fve+6UYt256PerBM5Rv6YjJiCNo5fivmoKGimHr6Sc3X61ybFZ2tM8ylvWDFBKqhlTBu0ytctSndd7wLfHX00skXa/EstALUIOtQsWoCj4NYyveK2tpfFTwp8t9yapjnq0dkXve3zYIZm9EcAylLatGw861JbLMCDD1C3AQCTRWUf2dx0RX3J+L4KTdTBPgzp32FTyjF5Le0wa6NJHbHZWTF1RPFMMNdX5PlBon464ztS/c6OX5EtCS214FwaaQaK7+o2d007ptTWXjCfVbV0oXE90B8F3G8zbhfnJ0Sz07lGHrg4vLVjman29Q/j23LXxTy19vUXIA04HlnA8fblnTtPLt990duCv3+/I/ZtX/6tt22+7T25vLP67vKb3s75+3Lb2f/t8t2qOE+0rm7j97AFef477nGybnAe0Z6ot32sNz3UeexrUPWf7NlncfcVXrcco/h42Kjji/vUF9mGOj4o/cbiy7vLJ6JOtE35nTu3PoXzGTmvGtP+53NRa0CNrxpr05Y8l5n/MmtQ94fHI5vDyHEGeXzh+rLn0u4jSIE+GlmPWvfzu1yTunR6ukoN/W05GrTq+LymaGFxWEdym7rWuWZ+rHqeY3qz1qP2W/saGvRoa5F6vUNLAxN9/muTaO057b3foeYG+wqrXndO45nyMa7e0zsqI65b+ylzf6X+ihFayS738b/WON9apseiTufP0brNj/9oUe/BJj2yrmXq4QvafDCky+HrOZ2sb9ImHdCho9UJLfi10HjXH9PyLb1LoNwbHTr0tM3FrSN69VBf/b0F6QIp9MEFxNYFSI3Szv7TZ8NNs2/yzItFc504ZmdRf4QgeLFF1FrriAX+yvkxTSbuTYdLc0N/NWps08+i9/lMfxrEFE3PqvoXHw5o7udlsa0E4dnnHi3+mLv67c82J+eu0HTdHeopZekbBwtTsdZnbuttkCSVfWRVYL9Dc8PVKK77VY32W0s4m+I/Kf24IwTcHHWFZnayUuOT2pHh3XRMGfLmMwxFQqeYczoU9xAWII2fhQ5VWhAO4aftx6CnqCAJahVkAcIMel6rRqYcyXGTqkELbG6tDHhPiR3IK6yJCVPDaGb3I8fcnhHiIzRzfGp39t9aoCVh2rV+q/8FVhY4tNF0ruXi/XNq7bfpsTHtSiDdAhstatESLbC2y+bgxi7tfjJCSrkgemzeWzeR45dN6nim7dXx1ww/3IGzPzm0r8ylj8M0w3K0usU+Tjtzs7J9+Tef23YkFzq0c+dr6IzV+/o4pLPzeHWM890urqNY7HMcwvoBRWQ8VL8i57G4urPfvW4mcO5nfXRL3mb8ey5Zn0vNpyCYr7B/gzDjZo9XbJz88Q3mO/LwIaDE+vLXKZ+P+wNnfzogixIAIHnGa1oCAEANQJABAJIHggwAkDwQZACA5IEgAwAkDwQZACB5IMgAAMkDQQYASB4IMgBA8kCQAQCSB4JsoqgveYr84/VSGYQASI+4IJMhht3wNSYUcN0hm4clGmXCCoUMAPh+KaeR6fA7HMtr+EinY+DBIp28rj+cDQBgsighyIS5c79FtHU02UKMmV2ipSBsMgDge2egIJPB7Na7eUx0By8DkpPlRn/n+2WkuRfJdGMy5lzJjzNNy7/OUeuP4nP4obf99qQJLbMo2dcWmqdu1h3/PHmmaqe9SFJdtz8qC5SLyeKUF3vsZD9E29l5vM9FZP13+tRvPnU/gmsomGcAxomMSuYjg9E9udz+vSB4oSTMQOQHQPS3Gbkvds5oUMPyyMB88ljul25TBt7LAwOGAQl1QD2rzTyYX5/jRF+doHs6wF++Lw9kmO8Lx6uoP0FARHtMvLZMf+W2PYbycz72+fiYvrnzEutfMH96XYSBFv1zATBe+mhkPepsFIelvni/K8MOv7A0tamHj50sN/4239UPez1q/xrJJn5vdURx5jkz0gnt+hqf0AR3N8hru0Grbzl886GleTAcAz9POiJDPO+fURZVXvTV0VBluGn92cbRZN18jqo/XvYjn49vqLUv6vxijYkMv+1nfrJDTbepWzSGG02hZc1TazbMiFVmPuneoyBj0vGfHVrceuScC4Bx00eQ8Y/5iDapRfNFZsO++M4xRXzTSKVb6xgHvPxhtmmhZl/b1E9LQg7bP3RDUbacEzp3TMc5mrYzJ0kha//wfRNsiBjvX87ErcJrJ0pBHVuwloVTr7EwDQS3ZuB8TgnTvU29tTfqeC2Ml34qFMUAjIUBPjKxcLe71BZ38mj2ZnEHP/Iz94hiPxRgobK4rxzwY7t7c17H2Ra9+aC3B1JGoBjYV6T8hvk1C4Ef08j6IZOX+AK0Ag+Ehqc/lmdazCf3tUPNiL+uzHyqvJFKS+N0bj0v9yQA10GJp5YmYe28I8yUgGrR85iAs5HJYjnLz1Nx9+6TbWckzv4cNgc7vQO9JYhmGxKa1crVhavKJKQ3yqLTkOVmGmt5ngakhUbTHhPzKkzMPC+Fvjmx9mUJs9LzmWnZT0U/yDV7AbgmSggygfHL2MJM7HulBVxuinAJU6c1ftkUP5Ie0Th9KezPEYIi9/LxD1ibyllfm3RiZ6kuhTKvlL9JnWf+82M3+3cp8huEOs8uzbAp72h2nGxWacSmrbv3WzR35ff5VNssuObNfFWYT+k7E/MJbQxMCuPJosSvXNw/oCXLgQ5SRmmPNOkvSIMbwxgEmVr01TUfMJnoBLb85HOMmcwB6Ec503IYWAuTpgmE2PeBeVILIQYmDyToBQAkT30aGQAAjAkIMgBA8kCQAQCSB4IMAJA8EGQAgOSBIAMAJA8E2UjIAykCAMZPgSAzLz96JRYxITXkH6eHfz84boIIs06pp3959Nu6CKPZOuV7WD9gIumrkS1uHbkhXbaHjbgAfKYevsrG9Whr0Quh4wY9TAuOY2euwyr8R+q6BgCjBqYlqIUyeQMAGBXDCzJjomV/U6lKLO+lm2BDFC++lsk9adfL/U3azPV/ELpdUy8zm0xcM1nypCGZKbfCEb861MzqhL4t3+yL+b7cOkNEiK2AP37OGEfjuOkx06acOX5+rRdEgQ3my8znFc3AxjOliXWpCWEG6of/1jJEJ+Xwi50EwyS6sBJPhMlGihJdWOhkGnyuLPGFl+QiPK/eZyXuMEk47Hphcg/BgGQZYVslknLo67TrVMG/FpvgGvR45QlKBM4+PeaR8/VrJ8PMx6B6UbjtSHISXjd83qHOCcBgqvnIgogH7A/J/TlT03P6k8Ykz7DqFMFtZREyZGTUHp19UZvlk5i0qWv5l1RAxyp5Lo/pjUxEbPdXRUTNk33E6tSE0I6CBCUy4q7QKf+0tBwOivhWjNDKDu3JaLViHIb1Z/K5eK6v6g81mt3KCaLIgtoZg4+sXDz8uWn7Z8ORUe2gfVdJYpILxLJ0VnLTKzPJDF/P6aQwiUkd9Kh13+1Pc0N/ZXNvlbrrHWpx+OkSN47aMQLxFME0Qf0k4+wfPolJdaHTfmtpoaYYDUXH2q8qHIen4Cmgpx2zz675aZOO3s4JwXf9r5dMymsu4GZQryAzyTNG8f6QNKlKJDHJuKC931phXHmZvcg2U20atMBmmzDRin+AKj9lbtrpiKl1OPujCVMiCKExz5oYm6BaM4uNuTT9B5naI3L2hyn0AKiPvoKMk43YJk31xc0mop/wQ5Qhn2INTmJiP42cp4PFo9CvJwQiJ1KxzUf7qSQ/bZOCIDuPXydPkae+m6ezX/kY/fVIiSVMUcU8bZRPT2UmqBeZwG4801mSfI1ICjnXVI09Zb4aoSksy31xU9E1ABg1aUWIZW2hIIkJ/6Dn1+YcZz8A4GaQjI9Mvhsl7upkaR4AAMBMviAzPhskMQEAFIDkIwCA5EnItAQAgDgQZACA5IEgAwAkDwQZACB5IMgAAMkDQQYASB4IMgBA8kTfI+MEEoV/BM2x5beX6exlJJzMejf820aOgiCjsho4moP5EyOOZNok+1sHeT4qUWeMf5QUXI8LR87Iww8BAMYCCzKfIMqnwYryKSOX2hFjdSRVJ7KoF+mVkcdl0VX5mIJorSayaKk6Y6RPm3xtTuRWAMBY6GtaVksg0aBVzpSz36I3JjLD+Yn41w2s2Pi5rT/Z5GnEYvHxFWXqjJHsT6fyvAAAgOuhryCrnEBCxs/KY3WZENVZbCz+8cuQM34YHg5Xw20d0VJvvkBQlakzRkwE1L+W6OA+hBkA10kpZ39ci4oxRdOz4r9P5zpumQpZ3Z3V8bRkCJ7TPn/4PUULi4OyH5apM0a08AYAXB/9BZkxn4ZOIKHSkskQzEKgHW2RDLoX1aZ0WjOOKVYY/bVMnTGiTO95as16UWgBAGOlvyCrnEDigs4/if9mp4XexMEOd6mjn3LyNmfX5qzavbXnoSkmQyNzW30CI5apM0aM6T3Wp6YAgID+gkxqQBUSSHw9pIN9ovbP6od99rmXCTWDTCKiP9vIkM0DQmmXqTM+1MOHiXjwAMANp78gq5JAQoah5mQf3ew9qpkfhcja2HW0r+M/OHZ7mCKOtbVBuRTL1Bkf6uEDAj0CcP2M9IXY2MugKpa+lXbCMjXxQiwAYBQgQiwAIHlKvX4BAACTDAQZACB5IMgAAMkDQQYASB4IMgBA8kCQAQCSB4IMAJA8EGQAgOSBIAMAJA8E2UjAH5CPHhUCSkYo5hIN7FmmTnrI4AjZdZUN2qnGYkdHZ75pRAVZFuLaLt/JIqkc0aMm3MXql3r6N47oIXLtBGtF/ciqCXoVlFNGKF7XuwLK1Lk68Wti6rmByeAIfF0cOl7vA/0p1sj4j7H1Ijk97VJ7ozlBIXTSJ1usonCMNvnH9Nl4T0a8NaCQUVyyqMchc9OIgHLdlDQtw8QiAAAwKZT3kXmJRRSej6LAJApMVVtNl+G0lR/Arper67oNX7XXYbhNvcxs0uGwVcn9C5kpJ0PwdKiZ1QlNA9/si5kObp354rBHI8AfP8cPYq7XGR89ZlqDNsfLcEriZiTzJ+gS+FRMePPate9ya2ckOGuieltT03P6k0COjzn+jM72F2nmttyQ9F3rgty8t69/uOQ1blt9Ql3dBDiMj0+Ys1Ih92d5K1Ueyyd7WRbLy297T6yclcy3y3erdh7LCJwrk/Nh2ufy8mGG59X7rByaqo7blttfjTx3cX/Ctspfp12nCv612ATXoMfLyZ/p7NNjHjlfv3YyzHwMqleA7K+ch7Dk41NmTHOK1qNNYR1vLTGqj8VrIMBaM6qfZqz5OvJzB3Olr9Pulzne7lN4nEbOhdt3Q1FbNzWv6tBPLU08/hdWhFST/u3Q3OU/vhGaCmcWH+zzWdw6yqOt3lsQ5+nR2Re1GZxX3M8Oez1q/+pHi21T1/IvNX5hc/iADkvf7Y7pjdBa2m/t/jboEecZ6B1qDSVWpybE3X93Q4zff63rvLVMj9c9zZhzK7wVI7SyQ3vvn4sxF+MwbCRdk6fhKpF4Hf8ql66YmZxSa2ckXNDea6GnrLvJYRrPuD/DtXX2mWhzSxztWCYCOVdiBTprskGrYl5o49DTAO1s+6IWZynbF9qd2hxMbF3ccCoIMjexiMQzU+LqbRjWOobrMFVPo/JIq0qYdF5rc0cKyDYtlIrEmgvEsnRW7GvSJpnh6zmdiIVomxP10pOZp+z++JF5JfdWqbveodaa+KGVuHFcO6XWzmhY/HFGf3I5OS9pPN+eETN+Qudfj+nw0xIt/CS2WTjJtWCv76J1wcfqjxLvN1ElpDzz5SwaLv4mU16QeYlFJM6TtrzUEepZJi3R2tXxn7Ekv0VUFzocrtq/pkxDuTUtllB14Tg8fPeO9McL782+F5l27+2cEHw1+ptGxRjXThGVnzZ+OKQO38ilv1gIp9JrYMRCJxOsehuUFGTs4PQSiyjB0qLn/d6hkSailWn8KkiTSmgnvz0VanW7RF5LYVb8xn32ck7KRVBkVjRogc02YaIVC4IZmnEeevC7RDU5++UPhq95wPh93BFao9DE2NTQmllszKXTepCpLZ3ZQkOq0dlfau2MBJXM2U8/ePxSaH9CkD4qKzT1zau11tE3cj4vUev1gRDIYj3IOrG5OqadaGb9K6L7c/DBtMQPDuDsD1DOULdEnYiWoz4vvhPVOPytYjtlY87rInTdmFM9d6Lmpcj57tf168Wu362jnbi6cN/5mKL2BiH7U+hcj4yfblN+q68l3r/Qoe1fWzDuo3D2B0531R+nj4PWjnSw+98PUUcQrI3K1xYZz+g4hXPlrwnVl3BecuLzHZzLGT9+IKCOK/U7+g5JK/mI1AwPaMlylBrYtOIM5LazHwBwMxj6qeX4EeqzMG9p60UgxAAAN5vJF2TGZ3O3SSf2KxoAAKBBXksAQPIkZFoCAEAcCDIAQPJAkAEAkgeCDACQPBBkAIDkgSADACQPBBkAIHkgyAAAyQNBBgBIHggyAEDyQJABABKH6P+GHGgx7nRM+QAAAABJRU5ErkJggg==)**

**Result**

Thus, the experiment to Implement the logical XOR operation to prove its usage in cryptography is carried out successfully and obtained the required output.